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**Basic C Programming**

## **1.a.**

**Aim**: Given two numbers, write a C program to swap the given numbers.

**Algorithm:**

DECLARE a, b, temp as INTEGER

READ a

READ b

// Swap values of a and b

temp = a

a = b

b = temp

PRINT a, b

**Program:**

#include<stdio.h>

int main(){

int a;

int b;

int temp;

scanf("%d",&a);

scanf("%d",&b);

temp=a;

a=b;

b=temp;

printf("%d %d",a,b);

}

**Output:**
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**Finding Time Complexity of Algorithms**

## **2.a.** **Finding Complexity using Counter Method**

**Aim**: Convert the following algorithm into a program and find its time complexity using the counter method.  
void function (int n)  
{  
 int i= 1; int s =1;

while(s <= n)  
 {  
 i++;  
 s += i;  
 }   
}   
**Note:** No need of counter increment for declarations and scanf() and count variable printf() statements.  
  
**Input:**  
 A positive Integer n  
**Output:**  
Print the value of the counter variable

**Algorithm:**

void function(int n){

set count = 0

set i = 1

increment count by 1

set s = 1

increment count by 1

while (s <=n){

increment count by 1

increment i by 1

increment count by 1

set s = s + i

increment count by 1

}

increment count by 1

print count

}

**Program:**

#include<stdio.h>

void function(int n){

int count=0;

int i=1;

count++;

int s=1;

count++;

while(s<=n){

count++;

i++;

count++;

s+=i;

count++;

}

count++;

printf("%d",count);

}

int main(){

int n;

scanf("%d",&n);

function(n);

}

**Output:**
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## **2.b.** **Finding Complexity using Counter Method**

**Aim**: Convert the following algorithm into a program and find its time complexity using the counter method.  
void func(int n)  
{  
 if(n==1)  
 {  
 printf("\*");  
 }  
 else  
 {  
 for(int i=1; i<=n; i++)  
 {  
 for(int j=1; j<=n; j++)  
 {  
 printf("\*");  
 printf("\*");  
 break;  
 }  
 }  
 }   
 }  
  
**Note:** No need of counter increment for declarations and scanf() and count variable printf() statements.  
**Input:**  
 A positive Integer n  
**Output:**  
Print the value of the counter variable

**Algorithm:**

void func(int n){

initialize count to 0

if n = 1{

increment count by 1

print "\*"

}

else{

increment count by 1

// outer loop from 1 to n

for each i from 1 to n{

increment count by 1

// inner loop from 1 to n

for each j from 1 to n {

increment count by 1

// simulate print statements with count increments

increment count by 1 // first simulated printf("\*")

increment count by 1 // second simulated printf("\*")

// exit inner loop immediately

increment count by 1 // break statement

}

increment count by 1

}

increment count by 1

}

print count

}

**Program:**

#include<stdio.h>

void func(int n)

{ int count=0;

if(n==1)

{ count++;

printf("\*");

}

else

{count++;

for(int i=1; i<=n; i++)

{ count++;

for(int j=1; j<=n; j++)

{ count++;

//printf("\*");

count++;

//printf("\*");

count++;

break;

}

count++;

}

count++;

}

printf("%d",count);

}

int main(){

int n;

scanf("%d",&n);

func(n);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO8AAACLCAYAAACJFc71AAAAAXNSR0IArs4c6QAAAARzQklUCAgICHwIZIgAABJ8SURBVHic7d1tUBRXvsfxr+6KvNjctVYNcvEh6taulbjRaKmYTKJGo5ZmI+ImKK6glcqWEjcPpWgUS8BSNAqWySKaMq4CJUpuUNRgiWgwCRVF7vqA4kUNjCYSwwov7rU2i1hl7ovumel5YICx5+GQ/6eKqpk5Pd3nnJ5fn9Pt2NNt+09HfkIXdfghQojQ1DCru9PzX7ouMH36rIBVxpvjxw+HTF18oXr9AyHU+yiU6nf8+GG317p7WE4IoQAJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoShFw3uGTeHdCA+fw4GGYNfFFz9wYH43wsNd/uYX0BjsqpmksXCO1qaMM4+4Js99NbfwB1PqqTJFwxtMtgPHBiqDXRU/sQUv6AFpKGBueCQLix51RbYDgKoHe88kvJ3VYOWiiatL+/InWlr0v33xRJi4bl/drDsY7CoAZ9g0dD7FAKznixZDP9XtY2Sn1mXl5iMfAEJPlwlvZYZjOmV7HB7ejU3n9AUaCphrGzHtj52nqsZ1aFym5+c2EG7/QK1hgj9GJ0PdbOu2T0H10d44JXWUudfFWObUF4D7dHQOBxq01yas05YoTow0zDBcl3eZebj06c1H7IbGwkzSAC24KYwzFkbF815cPy9tMfRFQwFzw5/V13WQhUPNmMqHhi4TXpvixEj7hw8g7QPX88g1TLAHECiaz6Ag7sy0F1w+cFHxHPhyPQDFibup5Ax7Eg8Cseytc/kQr3uWQYmOUbI4MdIe0MqMbk5l2rZs08YzbOrUdNTT8muYYDvwNRQw16VPJyQ+2uhtH/3Xvqi12XhwcDp4eG5LcWJk8Kf9ftblwsvar7WplR4Aiqwuo0Ase+t+cl5m3ecdO38dm0JL3T5iANtU7oDTCGCSsSl8sRa00V0bNWJytzM3ymW5Ofu4pU8lteUh7eQZ4Azl68DY1lu5scBBiit+cBnVbNPRIuZG9WPuPse6YnLv0NKSwrhzn2vL27d3h71zgKIiyhugsaJIC66H+vidrW7GthgPflHxHGj5Wl9G74/V4wNUOf/qcuGNGTpYexA1WA/ZeaxOFylGMdgWAvsywWM85zUeCMYl7jPUbT3vejpIPDXYfo78xNBYx+v283J9mhjuPArbRrWY3NedR/I2NFrPaw+K5jMovBvhLiOdfX2vvOi5Pj6wv992YI2K54B+vmvcZ/a62UZoCIn9GghdLrztc4TZMWIM5gnDEsV1Vu2B/ageeJW5hmkoa5jgaWpfY9VPCX6g/IgeINvBC3CaZRgOELZgFB/53HFKca6g/SuxhpHVMVo7ih3rc9THVxGWOXoADdNzT8sNHqU9MM6eGqyGvuu6fobhdR+NbCOG42j/rHZe9cF5L0dwcy5YGc95jRekJqxDC4ttpFmX6R4ut5EwlhhLP4iK5921zm01XpyzB8P+/m6Ev+B+Amy7YHUzbrl2EDMub2j7uCnr26jPI4iK54PcWJf1djNcMNSNfVE/wGr7Q2vLGsDTzEIuWCluPV/YznUB1n5tn65GxG3XzuUAiGXv5uXu/yRhD4afnNtgP6ikvR1PhP1DfJCFQ12u8K792uncMu1Lx0g4brWX806n80Abx+mE85QdYDzvuS1vMDZFP6d21MvpuY8i4orcpska48W78bxnOwc3SPvSeBoynkUm1CfUdHO99Wso3S3P1LrYr4h6+KcHP/DnnQcbC+doAV/7tdIXX0Lp7oyehFL9jh8/7Hbr15/hyCtE1yDhFUJRbjdd77Ki4jnQEh/sWpgiIq6Ilrhg10IEm4y8QihKwiuEoiS8QihKwiuEoiS8QihKwiuEoiS8QijK7euRQojQ5Pr1SLcvaYwZMyZglfGmqqoqZOriC9XrHwih3kehVL+qqiq312TaLISiJLxCKErCK4SiJLxCKErCK4SiJLxCKErCK4SiJLxCKMr88P54ha17XiX2cCUN8oUt8TN370YesTveJf3yP01ft7nh/fEKWwvTyW8B6/eZ/PX0dVpN3YBD87GVRFsman85NX7aij/VsNcykWjLSkrvOpeo3zaT3C1hlWUi0ZYcLrsUqdBH927kkXjyKFZuU1yxkeybD0xdv3nhNQRX04OoX/cizLQNGNVwtPwFSipOc7ZiO4sL3mRvtV825B93S1hl+YLRFdtZ7FaoeNvMUp1D9GZYfiiZSW6Fod9HjuDquvel/2M9TN1G58J77wKb9sQz73OXEbX1ultwLaO38bfRj5tUTVdPsXDLTHrrj0erdl+5vjPZWJHEHzwWKt42szydxFl7P7gKjT5qqt1N7EcryK53HlFb612D+wypc1YT47kxPut4eB9cJ/vTDApbHlB7LYW5J/QAt15n674U9+CO9VdwXdXwj4JxREYGaHMB1ZXbZpbg9FHrzf38pfw41odWdpeuYKse4Nb6POaWeghuH/Pr0PFbv/6iF/1/1QNatEpa69JILP0TI77fT2HQgttMafKbXFtdxMK+AdpkwHTltpkleH0U9lgEUd3B+hDgNvllKfC731NRezwgwYXOjLzdHydm1mbe62Obtz+gtj7YwZ1D6uDtbJxh8nwk6Lpy28wS5D7q/SJZr7yOxZagh1byAxhc6Ow5b1h/4pwCbBPo4MLlHG3HnU16KmDbDJSu3DazhEIfhUVOdw6wTQCCC778YoIeYA6vYFPTA4IRXKpzeKMA4E2iC/TXxidT0uYFjlBTw17Lm+y0PZ09kVRb/ZVvm0nulrBq9hbK9afllk8gXg9rCPWRFmBYdmQ3FQ8JWHDBw21wOnzngNbbFB77kEsDlpPhh6vKoXQXA1+oXv9ACPU+6kz9Wu8cJ63sOmNnvOWX4FZVVbV/G5wOC+tPXMxm5CdzhNBG4IyE6QHdpny3WQhFSXiFUJSEVwhFSXiFUJSEVwhFSXiFUJSEVwhFSXiFUJSEVwhFSXiFUJSEVwhFSXiFUJT8uLYQimj3fxW99NJLAauMN2VlZSFTF1+oXv9ACPU+CqX6lZWVub0m02YhFCXhFUJREl4hFCXhFUJREl4hFCXhFUJREl4hFCXhFUJREl4hFGV+eP91kQ3bXmLKvgq+k29bip+5/6v5iCkbX2flf/9g+rrNDe+/LrJhVzIf/xvqvk1nUclV7pu6AYPGQ7w1fCTDhmdxwaXoQtZIhg3X/nae72hZE58tsZUt5bNGf1XcdVse6nI+y1GWdcn5rW2WOa/Ttd3qucTO4cY+ctknXvqo7X1sXKe/97EW3Ngjn1LHt3xSlkLmjdb239QJ5oXXEFxNGAN/8xt6mrYBg/NZDEuDtadSmepS1FS8lHnkUnvlIrVXciHBsZO8lV3ImsKJaSe1slOTOTHZ/aBgLguZpy7qdbnI4lH6y42HeCsB9uuv7yeRt4qb2i87n+uof94CtiX4u/6BsMDe1tor2bwcob/spR+87/9dkKe9p2I9LE87RJOfau4Irq57Pwb2CjN1G50L7/+eI3XbTF4+6jKi3r/qFtxJz+3m78/1M6maLkYto3bHbNx/EqaJs6WQ+ecR2tPGeq5SwYkzTe2UXaJyzwIW2X5kpqGeE+RTGYTRq+nMKVifyDPaMxq+gROlX9HUThmjlvGhrf6jpvBO4KseMG33g7d9DH1isu0HyT7jJ7sd+DvrbnU2U95fQuY15xH1/jXX4I7l/YUbeM3k3xDueHhbr5K5J4W8f7dSc+VtZhbrAb5/lQ073nYP7gt+Cq5XDdz+ajBREWij8+R6pq63tF/WWM/V54cwAO3IPWzXEDIX+buuFSyfrE/hljhGgO/qKnhyYB+0Kd4Ubk9zzC68lTk5f5JtenvUls88D1PjtvvB2/531nTmFCd+O8TDANAx92/sYV7JYeoefsP2g0vYoAf4/rWPmHnQQ3Aj2lyVzzoe3l/+hoH/4Rj26/4nmTkHC0gNmeAanM9i2K4hVFxZRnQnyr4rXoql7g1qd8wmyq8V7MPLOxxT5v2/TcfidN52iZ3Dd9H/1EUWj3d9r7cy9Cmllcw0TzMTlYxgsX3KfJLMbwynCIDXfvC2//Vyy5rB7F82wufa9ewVyUB7er7l4+K32VCSHbDgQmfC270fr83fQXqELcCt1FzbQ15IBTeK/s/nM2/XECr0afV3dRXtl0UM4cmv0plX9wa1y0Zgm4oFyjOTFtgfDxhqYVvCLvqf0s/xGuo50YEyQAvu5HSezDOcH3YJfYie5hhB2+4Hb/tfdz6LYQlWMk8t06fdPuo7nR3xS5lkS9DDb/i4+nDAggudPeftOZAEpwDbhEJwwbaTp057Xht1Gg+xZ4+FqeP7tFM2gnGL4J1J+pH4fC7Lv1rAuFFtbcdMTXy2K5+pQ7Wxvs/4yUx9fjLREYYyvc7eyuASOyen82Se4eJXl3GJT9fYpsre+sHbPsYxKzllzsGt54BZzgG2CUBwwZff59UDzL4lpDa2EpTg6iOMbdQ5MTwfFuVSu2wEfWLSmLpkCsPWaGXv5F207yhvZc8sy6Vy+EiGAdqV4OxHOzJ7dYmdwxPZpj+buv6k42JTxGzWTluKZXi69nxRLrUdKLuQpa8vYaTn9arGZR+/YzwoeemHtvdxE5+laes7MXkkyz2t1wdagGFJQTblDwlYcMHDPaw6fNuP+9+S918b+cfgVD7ww1XlULoFiS9Ur38ghHofdaZ+9787zIrDV3nu1VV+CW5ZWVn797DqsJ4DSfjzDhIetVZCdAE9B8zig6WzArpN+W6zEIqS8AqhKAmvEIqS8AqhKAmvEIqS8AqhKAmvEIqS8AqhKAmvEIqS8AqhKAmvEIqS8AqhKLf/VSSECE3t/q+iMWPGBKwy3lRVVYVMXXyhev0DIdT7KJTqV1VV5faaTJuFUJSEVwhFSXiFUJSEVwhFSXiFUJSEVwhFSXiFUJSEVwhFmR/eH6+wdc+rxB6upEG+sCV+5u7dyCN2x7ukX/6n6es2N7w/XmFrYTr5LWD9PpO/nr6OuT8nbHC3hFWWiURbcrjsqbw6h2jLRFYda3Z7zfa3t9pflWuHSz2iLROJTi7BXtM22tZ8bKX7+3JqgtAA/2u3rR77qJnS5Ilu7wvWfr53I4/Ek0excpviio1k33xg6vp9v+m6K0NwNT2I+nUvzP05YV11DtH5gyg5lAyzb3lYoIa9SbdYHD+Oa8aXn07ibEWS9vhuCatm53C5Iok/+KOO3hjrAVp7Kp6gt+1xG23rPeN9zs5wPG8+tpJMgv37UP7hta1t9lFvpm05zTTHuyhN3gyRgamzkSO4uu596f9YD1O30bmR994FNu2JZ97nLiNq63W34FpGb+Nvox83qZounk7i7JaZ2ofdg8s5b3Jt9Qr++ISXddy5Rfn4QfynP+rXKc2U5t8i/dWntKfttM2hhqMZg4if0f6S6nNpa0f7qLqQ1MEJTDP5R61tmmp3E/vRCrLrnUfU1nrX4D5D6pzVxJi8qzoe3gfXyf40g8KWB9ReS2HuCT3ArdfZui/FPbhj/RTc9lTn8IY1meVtfKjt07GkW6Sv6EhI/MzHD1jzsTyurY4L/KwhCHxrq8tB0WStN/fzl/LjWB9a2V26gq16gFvr85hb6iG4fvi9t45Pm3/Ri/6/6gEtWiWtdWkklv6JEd/vpzBUgqtPl9MPJdEbaPawhH06dreEVbNXwqH3/XZkbl8zpfmfsHhBUvuLOqnhaAZMPBT0Q08A+NjW6kJSeYESP+3bsMciiOoO1ocAt8kvS4Hf/Z6K2uMBCS50JrzdHydm1mbuH17BpqYHwANq6/dTa18g2MEFqr9gJ5UweyKp9hfnEF2eTInrNKtvNBPHb+HOHSBY4a0uJJVkSp7u3Nuaj+WxMz6Bs0E76ASOb221HRRP+29m1ftFsl5pZdmR3VQ8BB5aya+1Osr9HFzo7DlvWH/iZm3mvT6uJ94hEFzQLwSdtv+VrB7HpNVFns+P7p7l9JnXGN3J4JjH9gHr7NRdG4n8NR0MLT62VT8o/tHP+zYscjpZr7yOxe3Htf0fXPDlarMeYOwjcBCCe7eEVbO3UK4/Lbd8AvHbOZvkfSc3H1vJzIxK/dlr7ArGlWabtkbddtomoy7t9FEARl0DLcA4RuAABRc83Aanw3cOaL1N4bEPuTRgORl+uKocSncx8IXq9Q+EUO+jztSv9c5x0squM3bGW34JblVVlYk/rh3Wn7iYzcQ9aq2E6ALCIqeTkTA9oNuU7zYLoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkvAKoSgJrxCKkh/XFkIRXv9XkWuhECJ0SVqFUJSEVwhFSXiFUNT/Ay0aw4bykSmuAAAAAElFTkSuQmCC)

## **2.c.** **Finding Complexity using Counter Method**

**Aim**: Convert the following algorithm into a program and find its time complexity using counter method.  
 Factor(num) {  
 {  
 for (i = 1; i <= num;++i)  
 {  
 if (num % i== 0)  
 {  
 printf("%d ", i);  
 }   
 }   
 }  
  
  
**Note:** No need of counter increment for declarations and scanf() and counter variable printf() statement.  
  
**Input:**  
 A positive Integer n  
**Output:**  
Print the value of the counter variable

**Algorithm:**

function Factor(num) {

initialize count to 0

// loop from 1 to num

for each i from 1 to num {

increment count by 1

// check if i is a factor of num

if num modulo i equals 0 {

increment count by 1

// simulate printing i (e.g., printf("%d ", i);)

}

increment count by 1 // end of inner if-statement

}

increment count by 1 // after loop completion

print count

}

**Program:**

#include<stdio.h>

void Factor(int num)

{ int count=0;

for (int i = 1; i <= num;++i)

{

count++;

if (num % i== 0)

{

count++;

//printf("%d ", i);

}

count++;

}

count++;

printf("%d",count);

}

int main(){

int n;

scanf("%d",&n);

Factor(n);

}

**Output:**
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## **2.d.** **Finding Complexity using Counter Method**

**Aim**: Convert the following algorithm into a program and find its timecomplexity using counter method.  
   
void function(int n)  
{  
 int c= 0;  
 for(int i=n/2; i<n; i++)  
 for(int j=1; j<n; j = 2 \* j)  
 for(int k=1; k<n; k = k \* 2)  
 c++;  
}  
   
**Note:** No need of counter increment for declarations and scanf() and count variable printf() statements.  
  
**Input:**  
 A positive Integer n  
**Output:**  
Print the value of the counter variable

**Algorithm:**

function(n) {

initialize count to 0

initialize c to 0

increment count by 1

// outer loop: i goes from n/2 to n-1

for each i from n/2 to n-1 {

increment count by 1

// middle loop: j starts at 1 and doubles each iteration until j < n

for each j starting from 1 and doubling each time (j = 2 \* j) until j < n {

increment count by 1

// inner loop: k starts at 1 and doubles each iteration until k < n

for each k starting from 1 and doubling each time (k = k \* 2) until k < n {

increment count by 1

increment c by 1

increment count by 1

}

increment count by 1 // after inner loop ends

}

increment count by 1 // after middle loop ends

}

increment count by 1 // after outer loop ends

print count

}

**Program:**

#include<stdio.h>

void function(int n)

{

int count=0;

int c= 0;

count++;

for(int i=n/2; i<n; i++){

count++;

for(int j=1; j<n; j = 2 \* j){

count++;

for(int k=1; k<n; k = k \* 2){

count++;

c++;

count++;

}

count++;

}

count++;

}

count++;

printf("%d",count);

}

int main(){

int n;

scanf("%d",&n);

function(n);

}

**Output:**
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## **2.e.** **Finding Complexity using Counter Method**

**Aim**: Convert the following algorithm into a program and find its time complexity using counter method.

void reverse(int n)  
{  
 int rev = 0, remainder;  
 while (n != 0)   
 {  
 remainder = n % 10;  
 rev = rev \* 10 + remainder;  
 n/= 10;  
   
 }  
print(rev);  
}  
   
**Note:** No need of counter increment for declarations and scanf() and count variable printf() statements.  
  
**Input:**  
 A positive Integer n  
**Output:**  
Print the value of the counter variable

**Algorithm:**

function reverse(n) {

initialize count to 0

initialize rev to 0

initialize remainder

increment count by 1 // for initialization

// loop until n is not equal to 0

while n is not equal to 0 {

increment count by 1 // start of loop

remainder = n modulo 10

increment count by 1 // after calculating remainder

rev = rev \* 10 + remainder

increment count by 1 // after updating rev

n = n divided by 10

increment count by 1 // after updating n

}

increment count by 1 // after loop ends

// simulate printing rev (e.g., print(rev))

increment count by 1 // for print statement

print count

}

**Program:**

#include<stdio.h>

void reverse(int n)

{

int count=0;

int rev = 0, remainder;

count++;

while (n != 0)

{

count++;

remainder = n % 10;

count++;

rev = rev \* 10 + remainder;

count++;

n/= 10;

count++;

}

count++;

//print(rev);

count++;

printf("%d",count);

}

int main(){

int n;

scanf("%d",&n);

reverse(n);

}

**Output:**
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**Greedy Algorithm**

## **3.a.** **1-G-Coin Problem**

**Aim**: Write a program to take value V and we want to make change for V Rs, and we have infinite supply of each of the denominations in Indian currency, i.e., we have infinite supply of { 1, 2, 5, 10, 20, 50, 100, 500, 1000} valued coins/notes, what is the minimum number of coins and/or notes needed to make the change.

Input Format:

Take an integer from stdin.

Output Format:

print the integer which is change of the number.

Example Input :

64

Output:

4

Explanaton:

We need a 50 Rs note and a 10 Rs note and two 2 rupee coins.

**Algorithm:**

Int main() {

initialize amt

initialize count to 0

read amt from user

// array of currency denominations

initialize arr as {1, 2, 5, 10, 20, 50, 100, 500, 1000}

// loop through currency denominations from highest to lowest

for i from 8 down to 0 {

count = count + (amt divided by arr[i]) // calculate number of notes of current denomination

amt = amt modulo arr[i] // update amt to the remaining amount

}

print count // output the total count of notes

}

**Program:**

#include <stdio.h>

int main()

{

int amt,count=0;

scanf("%d",&amt);

int arr[]={ 1, 2, 5, 10, 20, 50, 100, 500, 1000} ;

for (int i=8;i>=0;i--)

{

count+=amt/arr[i];

amt%=arr[i];

}

printf("%d",count);

}

**Output:**
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## **3.b.** 2**-G-Cookies Problem**

**Aim:**

Assume you are an awesome parent and want to give your children some cookies. But, you should give each child at most one cookie.

Each child i has a greed factor g[i], which is the minimum size of a cookie that the child will be content with; and each cookie j has a size s[j]. If s[j] >= g[i], we can assign the cookie j to the child i, and the child i will be content. Your goal is to maximize the number of your content children and output the maximum number.

Example 1:

Input:

3

1 2 3

2

1 1

Output:

1

Explanation: You have 3 children and 2 cookies. The greed factors of 3 children are 1, 2, 3.

And even though you have 2 cookies, since their size is both 1, you could only make the child whose greed factor is 1 content.

You need to output 1.

Constraints:

1 <= g.length <= 3 \* 10^4

0 <= s.length <= 3 \* 10^4

1 <= g[i], s[j] <= 2^31 - 1

**Algorithm:**

function main() {

initialize n // number of children

read n

initialize greed array of size n // array to hold children's greed factors

// read greed factors for each child

for i from 0 to n-1 {

read greed[i] from user

}

initialize c // number of cookie sizes

read c from user

initialize csize array of size c // array to hold cookie sizes

// read cookie sizes

for j from 0 to c-1 {

read csize[j] from user

}

initialize count to 0 // counter for satisfied children

// check each child's greed against available cookie sizes

for i from 0 to n-1 {

for j from 0 to c-1 {

if csize[j] is greater than or equal to greed[i] {

increment count by 1 // child is satisfied

break // exit inner loop after satisfying this child

}

}

}

print count // output the total count of satisfied children

}

**Program:**

#include<stdio.h>

#include<string.h>

int main(){

int n;

scanf("%d",&n);

int greed[n];

for(int i=0;i<n;i++){

scanf("%d ",&greed[i]);

}

int c;

scanf("%d",&c);

int csize[c];

for(int i=0;i<c;i++){

scanf("%d ",&csize[i]);

}

int count=0;

for(int i=0;i<n;i++){

for(int j=0;j<c;j++){

if (csize[j]>=greed[i]){

count++;

break;

}

}

}

printf("%d",count);

}

**Output:**

![](data:image/png;base64,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)

## **3.c. 3-G-Burger Problem**

**Aim:**

A person needs to eat burgers. Each burger contains a count of calorie. After eating the burger, the person needs to run a distance to burn out his calories.   
If he has eaten *i* burgers with c calories each, then he has to run at least *3i \* c* kilometers to burn out the calories. For example, if he ate 3  
 burgers with the count of calorie in the order: [1, 3, 2], the kilometers he needs to run are (30 \* 1) + (31 \* 3) + (32 \* 2) = 1 + 9 + 18 = 28.  
 But this is not the minimum, so need to try out other orders of consumption and choose the minimum value. Determine the minimum distance  
 he needs to run. Note: He can eat burger in any order and use an efficient sorting algorithm.Apply greedy approach to solve the problem.  
**Input Format**  
First Line contains the number of burgers  
Second line contains calories of each burger which is n space-separate integers   
   
**Output Format**  
  
Print: Minimum number of kilometers needed to run to burn out the calories  
   
**Sample Input**  
   
3  
5 10 7  
  
**Sample Output**  
76

**Algorithm:**

int main() {

initialize n // number of elements

read n from user

initialize cal array of size n // array to hold integers

// read values into the cal array

for i from 0 to n-1 {

read cal[i] from user

}

// sorting the array using bubble sort

for i from 0 to n-2 {

for j from 0 to n-i-2 {

if cal[j] is greater than cal[j+1] {

// swap cal[j] and cal[j+1]

initialize temp as cal[j]

cal[j] = cal[j+1]

cal[j+1] = temp

}

}

}

initialize mulfact // variable to hold power value

initialize sum to 0 // variable to hold the final sum

initialize h to n-1 // index for the last element

// compute the weighted sum

for i from 0 to n-1 {

mulfact = n raised to the power of i // compute n^i

sum = sum + (mulfact \* cal[h]) // accumulate the weighted sum

h = h - 1 // move to the next element

}

print sum // output the final result

}

**Program:**

#include<stdio.h>

#include<math.h>

int main(){

int n;

scanf("%d",&n);

int cal[n];

for(int i=0;i<n;i++){

scanf("%d ",&cal[i]);

}

//sorting the array

int i, j, temp;

for (i = 0; i < n-1; i++) {

for (j = 0; j < n-i-1; j++) {

if (cal[j] > cal[j+1]) {

temp = cal[j];

cal[j] = cal[j+1];

cal[j+1] = temp;

}

}

}

int mulfact;

int sum=0;

int h=n-1;

for(int i=0;i<n;i++)

{

mulfact=pow(n,i);

sum+=mulfact\*cal[h];

h--;

}

printf("%d",sum);

}

**Output:**
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## **3.d. 4-G-Array Sum Max Problem**

**Aim:**

Given an array of N integer, we have to maximize the sum of arr[i] \* i, where i is the index of the element (i = 0, 1, 2, ..., N).Write an algorithm based on Greedy technique with a Complexity O(nlogn).

Input Format:

First line specifies the number of elements-n

The next n lines contain the array elements.

Output Format:

Maximum Array Sum to be printed.

Sample Input:

5

2 5 3 4 0

Sample output:

40

**Algorithm:**

function main() {

initialize n // number of elements

read n from user

initialize arr array of size n // array to hold integers

// read values into the arr array

for i from 0 to n-1 {

read arr[i] from user

}

// sorting the array using bubble sort

for i from 0 to n-2 {

for j from 0 to n-i-2 {

if arr[j] is greater than arr[j+1] {

// swap arr[j] and arr[j+1]

initialize temp as arr[j]

arr[j] = arr[j+1]

arr[j+1] = temp

}

}

}

initialize prod to 0 // variable to hold the weighted sum

// compute the weighted sum

for i from 0 to n-1 {

prod = prod + (arr[i] \* i) // accumulate the weighted sum

}

print prod // output the final result

}

**Program:**

#include<stdio.h>

int main(){

int n;

scanf("%d",&n);

int arr[n];

for(int i=0;i<n;i++){

scanf("%d",&arr[i]);

}

for(int i=0;i<n-1;i++){

for(int j=0;j<n-i-1;j++){

if(arr[j]>arr[j+1]){

int temp=arr[j];

arr[j]=arr[j+1];

arr[j+1]=temp;

}

}

}

int prod=0;

for(int i=0;i<n;i++){

prod+=(arr[i]\*i);

}

printf("%d",prod);

}

**Output:**
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## **3.e. 5-G-Product of Array Elements-Minimum**

**Aim:**

Given two arrays array\_One[] and array\_Two[] of same size N. We need to first rearrange the arrays such that the sum of the product of pairs( 1 element from each) is minimum. That is SUM (A[i] \* B[i]) for all i is minimum.

**Algorithm:**

function main() {

initialize n // number of elements

read n from user

initialize array\_One of size n // first array

initialize array\_Two of size n // second array

// read values into array\_One

for i from 0 to n-1 {

read array\_One[i] from user

}

// read values into array\_Two

for i from 0 to n-1 {

read array\_Two[i] from user

}

// sorting both arrays

for i from 0 to n-2 {

for j from 0 to n-i-2 {

// sort array\_One in ascending order

if array\_One[j+1] is less than array\_One[j] {

// swap array\_One[j] and array\_One[j+1]

initialize temp as array\_One[j]

array\_One[j] = array\_One[j+1]

array\_One[j+1] = temp

}

// sort array\_Two in descending order

if array\_Two[j+1] is greater than array\_Two[j] {

// swap array\_Two[j] and array\_Two[j+1]

initialize temp as array\_Two[j]

array\_Two[j] = array\_Two[j+1]

array\_Two[j+1] = temp

}

}

}

initialize sum to 0 // variable to hold the final sum

// calculate the sum of products of corresponding elements

for i from 0 to n-1 {

sum = sum + (array\_One[i] \* array\_Two[i]) // accumulate the product

}

print sum // output the final result

}

**Program:**

#include<stdio.h>

int main(){

int n;

scanf("%d",&n);

int array\_One[n];

int array\_Two[n];

for(int i=0;i<n;i++){

scanf("%d ",&array\_One[i]);

}

for(int i=0;i<n;i++){

scanf("%d ",&array\_Two[i]);

}

for(int i=0;i<n-1;i++){

for(int j=0;j<n-i-1;j++){

if(array\_One[j+1]<array\_One[j]){

int temp=array\_One[j];

array\_One[j]=array\_One[j+1];

array\_One[j+1]=temp;

}

if(array\_Two[j+1]>array\_Two[j]){

int temp=array\_Two[j];

array\_Two[j]=array\_Two[j+1];

array\_Two[j+1]=temp;

}

}

}

int sum=0;

for(int i=0;i<n;i++){

sum+=(array\_One[i]\*array\_Two[i]);

}

printf("%d",sum);

}

**Output:**
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**Divide and Conquer**

## **4.a.** **Number of Zeros in a Given Array**

**Aim:** Given an array of 1s and 0s this has all 1s first followed by all 0s. Aim is to find the number of 0s. Write a program using Divide and Conquer to Count the number of zeroes in the given array.  
Input Format  
 First Line Contains Integer m – Size of array  
 Next m lines Contains m numbers – Elements of an array  
Output Format  
 First Line Contains Integer – Number of zeroes present in the given array.

**Algorithm:**

function count(a, left, right) {

// base case: if left index exceeds right index

if left is greater than right {

return 0

}

initialize mid as (left + right) / 2 // find the middle index

// check if the middle element is 1

if a[mid] is equal to 1 {

// check if the next element is 0

if a[mid + 1] is equal to 0 {

// count zeros from mid + 1 to right

initialize c as (right - (mid + 1)) + 1

return c

} else {

// search in the right half

return count(a, mid + 1, right)

}

}

// check if both ends are 0

else if a[left] is equal to 0 and a[right] is equal to 0 {

return right + 1 // return total count of elements

}

// search in the left half

else {

return count(a, left, mid - 1)

}

}

function main() {

initialize n // number of elements

read n from user

initialize arr array of size n // array to hold binary values

// read values into the arr array

for i from 0 to n - 1 {

read arr[i] from user

}

initialize left as 0 // left index

initialize right as n - 1 // ri

**Program:**

#include <stdio.h>

int count(int a[],int left,int right)

{

if(left>right)

{

return 0;

}

int mid=(left+right)/2;

if(a[mid]==1)

{

if(a[mid+1]==0)

{

int c= (right-(mid+1))+1;

return c;

}

else{

return count(a,mid+1,right);

}

}

else if(a[left]==0 && a[right]==0)

{

return right+1;

}

else

{

return count(a,left,mid-1);

}

}

int main()

{

int n;

scanf("%d",&n);

int arr[n];

for(int i=0;i<n;i++){

scanf("%d",&arr[i]);

}

int left=0;

int right=n-1;

int result=count(arr,left,right);

printf("%d",result);

}

**Output:**

![](data:image/png;base64,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)

## **4.b.** **Majority Element**

**Aim:** Given an array nums of size n, return *the majority element*.

The majority element is the element that appears more than ⌊n / 2⌋ times. You may assume that the majority element always exists in the array.

Example 1:

**Input:** nums = [3,2,3]  
**Output:** 3

Example 2:

**Input:** nums = [2,2,1,1,1,2,2]  
**Output:** 2

Constraints:

* n == nums.length
* 1 <= n <= 5 \* 104
* -231 <= nums[i] <= 231 - 1

**Algorithm:**

int divide(a, l, r, n) {

// base case: if left index equals right index

if l is equal to r {

return a[l] // return the only element

}

initialize mid as (l + r) / 2 // find the middle index

// recursively divide the array

initialize min as divide(a, l, mid, n) // find min in left half

initialize max as divide(a, mid + 1, r, n) // find max in right half

initialize leftc as 0 // counter for min occurrences

initialize rightc as 0 // counter for max occurrences

// count occurrences of min and max in the entire array

for i from 0 to n - 1 {

if a[i] is equal to min {

increment leftc by 1 // count occurrences of min

} else {

increment rightc by 1 // count occurrences of max

}

}

// check if min occurs more than n/2 times

if leftc is greater than (n / 2) {

return min // return min if it is the majority element

} else {

return max // return max otherwise

}

}

int main() {

initialize n // number of elements

read n from user

initialize a array of size n // array to hold input values

// read values into the array

for j from 0 to n - 1 {

read a[j] from user

}

initialize l as 0 // left index

initialize r as n - 1 // right index

// call the divide function

initialize result as divide(a, l, r, n)

print result // output the final majority element

}

**Program:**

#include<stdio.h>

int divide(int a[],int l,int r,int n){

if(l==r)

{

return a[l];

}

int mid=(l+r)/2;

int min=divide(a,l,mid,n);

int max=divide(a,mid+1,r,n);

int leftc=0,rightc=0;

for(int i=0;i<n;i++)

{

if(a[i]==min)

{

leftc++;

}

else

{

rightc++;

}

}

if(leftc>(n/2))

{

return min;

}

else

{

return max;

}

}

int main(){

int n;

scanf("%d",&n);

int a[n];

for(int j=0;j<n;j++){

scanf("%d",&a[j]);

}

int l=0,r=n-1;

int result=divide(a,l,r,n);

printf("%d",result);

}

**Output:**
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## **4.c.** **Finding Floor Value**

**Aim:** Given a sorted array and a value x, the floor of x is the largest element in array smaller than or equal to x. Write divide and conquer algorithm to find floor of x.  
Input Format  
 First Line Contains Integer n – Size of array  
 Next n lines Contains n numbers – Elements of an array  
 Last Line Contains Integer x – Value for x  
   
Output Format  
 First Line Contains Integer – Floor value for x

**Algorithm:**

int large(arr, l, r, x){

// Base case: if the range is invalid

if r < l

return 0 // return 0 when there is no valid element

// Calculate the middle index

mid = (l + r) / 2

// Check if the middle element is equal to x

if arr[mid] is equal to x

return mid // return the index of x if found

// If the middle element is less than x

else if arr[mid] < x

// Recursively search in the right half

floorIndex = large(arr, mid + 1, r, x)

// Check if a valid floor index is found

if floorIndex is not equal to 0

return floorIndex // return the found index

else

return mid // return mid as the largest element less than x

// If the middle element is greater than x, search in the left half

else

return large(arr, l, mid - 1, x) // search in the left half

}

Int main()

initialize n // number of elements in the array

read n from user

initialize arr of size n // array to hold input values

// Read values into the array

for i from 0 to n - 1

read arr[i] from user

initialize l as 0 // left index

initialize r as n - 1 // right index

initialize x // the value for which we want to find the largest element less than or equal to x

read x from user

// Call the large function

result = large(arr, l, r, x)

// Check the result

if result is equal to 0

print x // if no valid element, print x

else

print arr[result] // print the largest element less than or equal to x

**Program:**

#include<stdio.h>

int large(int arr[],int l,int r,int x){

if (r < l) {

return 0;

}

int mid=(l+r)/2;

if (arr[mid]==x)

{

return mid;

}

else if (arr[mid]<x)

{

int floorIndex=large(arr,mid+1,r,x);

if(floorIndex!=0)

{

return floorIndex;

}

else

{

return floorIndex=mid;

}

}

else

{

return large(arr,l,mid-1,x);

}

}

int main(){

int n;

scanf("%d",&n);

int arr[n];

for (int i=0;i<n;i++){

scanf("%d ",&arr[i]);

}

int l=0;

int r=n-1;

int x;

scanf("%d",&x);

int result=large(arr,l,r,x);

if (result == 0)

{

printf( "%d",x);

}

else

{

printf( "%d",arr[result]);

}

}

**Output:**

![](data:image/png;base64,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)

## **4.d.** **Two Elements Sum to X**

**Aim:** Given a sorted array of integers say arr[] and a number x. Write a recursive program using divide and conquer strategy to check if there exist two elements in the array whose sum = x. If there exist such two elements then return the numbers, otherwise print as “No”.  
Note: Write a Divide and Conquer Solution  
Input Format  
 First Line Contains Integer n – Size of array  
 Next n lines Contains n numbers – Elements of an array  
 Last Line Contains Integer x – Sum Value  
Output Format  
 First Line Contains Integer – Element1  
 Second Line Contains Integer – Element2 (Element 1 and Elements 2 together sums to value “x”)

**Algorithm:**

int findPairWithSum(arr, left, right, x){

// Base case: if there are no more pairs to check

if left >= right

print "No" // No pair found

return

// Calculate the sum of the elements at the left and right indices

sum = arr[left] + arr[right]

// Check if the sum is equal to x

if sum is equal to x

print arr[left] // Print the first element of the pair

print arr[right] // Print the second element of the pair

return

// If the sum is less than x, move the left index up

if sum < x

findPairWithSum(arr, left + 1, right, x) // Recursive call with increased left index

else

findPairWithSum(arr, left, right - 1, x) // Recursive call with decreased right index

}

function main()

initialize n // number of elements in the array

read n from user

initialize arr of size n // array to hold input values

// Read values into the array

for i from 0 to n - 1

read arr[i] from user

initialize x // the target sum value

read x from user

// Call the findPairWithSum function

findPairWithSum(arr, 0, n - 1, x)

**Program:**

#include <stdio.h>

void findPairWithSum(int arr[], int left, int right, int x) {

if (left >= right) {

//No pair found

printf("No\n");

return;

}

int sum = arr[left] + arr[right];

if (sum == x){

// If the pair is found

printf("%d\n%d\n", arr[left], arr[right]);

return;

}

if (sum < x){

findPairWithSum(arr, left + 1, right, x);

}

else{

findPairWithSum(arr, left, right - 1, x);

}

}

int main() {

int n;

scanf("%d", &n);

int arr[n];

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

int x;

scanf("%d", &x);

findPairWithSum(arr, 0, n - 1, x);

}

**Output:**
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## **4.e.** **Implementation of Quick Sort**

**Aim:** Write a Program to Implement the Quick Sort Algorithm  
  
Input Format:  
The first line contains the no of elements in the list-n  
The next n lines contain the elements.  
  
Output:  
Sorted list of elements

**Algorithm:**

int partition(a, left, right)

{

pivot = right // Choose the last element as pivot

i = left - 1 // Index of smaller element

for j from left to right - 1

{

if a[j] < a[pivot]

{

i++

// Swap a[i] and a[j]

temp = a[i]

a[i] = a[j]

a[j] = temp

}

}

// Swap a[i + 1] and a[right]

temp = a[i + 1]

a[i + 1] = a[right]

a[right] = temp

return (i + 1) // Return the partition index

}

function quick(a, left, right)

{

if left < right

{

p = partition(a, left, right) // Partition the array

quick(a, left, p - 1) // Recursively sort the left sub-array

quick(a, p + 1, right) // Recursively sort the right sub-array

}

}

int main()

{

initialize n // number of elements

read n from user

initialize a of size n // array to hold input values

for i from 0 to n - 1

{

read a[i] from user

}

quick(a, 0, n - 1) // Call the quicksort function

// Print the sorted array

for i from 0 to n - 1

{

print a[i]

}

}

**Program:**

#include <stdio.h>

int partition(int a[], int left, int right) {

int pivot = right;

int i = left-1;

for (int j = left; j < right; j++) {

if (a[j] < a[pivot]) {

i++;

int temp = a[i];

a[i] = a[j];

a[j] = temp;

}

}

int temp = a[i + 1];

a[i + 1] = a[right];

a[right] = temp;

return (i + 1);

}

void quick(int a[], int left, int right) {

if (left < right) {

int p = partition(a, left, right);

quick(a, left, p - 1);

quick(a, p + 1, right);

}

}

int main() {

int n;

scanf("%d", &n);

int a[n];

for (int i = 0; i < n; i++) {

scanf("%d", &a[i]);

}

quick(a, 0, n - 1);

for (int i = 0; i < n; i++) {

printf("%d ", a[i]);

}

}

**Output:**
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**Dynamic Programming**

**5.a. Playing with Numbers**

**Aim:** Ram and Sita are playing with numbers by giving puzzles to each other. Now it was Ram term, so he gave Sita a positive integer ‘n’ and two numbers 1 and 3. He asked her to find the possible ways by which the number n can be represented using 1 and 3.Write any efficient algorithm to find the possible ways.

Example 1:

*Input: 6*  
*Output:6*  
*Explanation: There are 6 ways to 6 represent number with 1 and 3*  
 *1+1+1+1+1+1*  
 *3+3*  
 *1+1+1+3*  
 *1+1+3+1*  
 *1+3+1+1*  
 *3+1+1+1*  
Input Format  
First Line contains the number n  
   
Output Format

Print: The number of possible ways ‘n’ can be represented using 1 and 3

Sample Input  
   
6

Sample Output

6

**Algorithm:**

function countWays(n)

{

initialize a of size n + 1 // Array to store the number of ways

a[0] = 1 // Base case: 1 way to climb 0 stairs

a[1] = 1 // Base case: 1 way to climb 1 stair

if n >= 2

{

a[2] = 1 // Base case: 1 way to climb 2 stairs

}

if n >= 3

{

a[3] = 2 // Base case: 2 ways to climb 3 stairs

}

// Fill the array for all stairs from 4 to n

for i from 4 to n

{

a[i] = a[i - 1] + a[i - 3] // Total ways to climb i stairs

}

return a[n] // Return the number of ways to climb n stairs

}

function main()

{

initialize n // Number of stairs

read n from user

result = countWays(n) // Calculate the number of ways

print result // Print the result

return 0

}

**Program:**

#include <stdio.h>

long long int countWays(int n) {

long long int a[n + 1];

a[0] = 1;

a[1] = 1;

if (n >= 2) {

a[2] = 1;

}

if (n >= 3) {

a[3] = 2;

}

for (int i = 4; i <= n; i++) {

a[i] = a[i - 1] + a[i - 3];

}

return a[n];

}

int main() {

int n;

scanf("%d", &n);

long long int result = countWays(n);

printf("%lld",result);

return 0;

}

**Output:**
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## **5.b. Playing with chessboard**

**Aim:** Ram is given with an n\*n chessboard with each cell with a monetary value. Ram stands at the (0,0), that the position of the top left white rook. He is been given a task to reach the bottom right black rook position (n-1, n-1) constrained that he needs to reach the position by traveling the maximum monetary path under the condition that he can only travel one step right or one step down the board. Help ram to achieve it by providing an efficient DP algorithm.

Example:  
Input  
3  
1 2 4  
2 3 4  
8 7 1  
Output:  
19

Explanation:  
Totally there will be 6 paths among that the optimal is  
 Optimal path value:1+2+8+7+1=19

Input Format  
First Line contains the integer n  
The next n lines contain the n\*n chessboard values  
   
Output Format

Print Maximum monetary value of the path

**Algorithm:**

function max(a, b)

{

return (a > b) ? a : b // Return the maximum of a and b

}

function maxMonetaryPath(n, board)

{

initialize dp[n][n] // Array to store maximum monetary path sums

dp[0][0] = board[0][0] // Starting point

// Fill the first row

for j from 1 to n - 1

{

dp[0][j] = dp[0][j - 1] + board[0][j]

}

// Fill the first column

for i from 1 to n - 1

{

dp[i][0] = dp[i - 1][0] + board[i][0]

}

// Fill the rest of the dp table

for i from 1 to n - 1

{

for j from 1 to n - 1

{

dp[i][j] = board[i][j] + max(dp[i - 1][j], dp[i][j - 1])

}

}

return dp[n - 1][n - 1] // Return the maximum monetary path to the bottom-right corner

}

function main()

{

initialize n // Size of the board

read n from user

initialize board[n][n] // Create the board array

for i from 0 to n - 1

{

for j from 0 to n - 1

{

read board[i][j] from user

}

}

result = maxMonetaryPath(n, board) // Calculate the maximum monetary path

print result // Print the result

}

**Program:**

#include <stdio.h>

int max(int a, int b) {

return (a > b) ? a : b;

}

int maxMonetaryPath(int n, int board[n][n]) {

int dp[n][n];

dp[0][0] = board[0][0];

for (int j = 1; j < n; j++) {

dp[0][j] = dp[0][j - 1] + board[0][j];

}

for (int i = 1; i < n; i++) {

dp[i][0] = dp[i - 1][0] + board[i][0];

}

for (int i = 1; i < n; i++) {

for (int j = 1; j < n; j++) {

dp[i][j] = board[i][j] + max(dp[i - 1][j], dp[i][j - 1]);

}

}

return dp[n - 1][n - 1];

}

int main() {

int n;

scanf("%d", &n);

int board[n][n];

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

scanf("%d", &board[i][j]);

}

}

int result = maxMonetaryPath(n, board);

printf("%d\n", result);

}

**Output:**
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## **5.c. Longest Common Subsequence**

**Aim:** Given two strings find the length of the common longest subsequence(need not be contiguous) between the two.

Example:

s1: ggtabe

s2: tgatasb

| s1 |  | a | g | **g** | **t** | **a** | **b** |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| s2 |  | **g** | x | **t** | x | **a** | y | **b** |

The length is 4

Solveing it using Dynamic Programming

For example:

| **Input** | **Result** |
| --- | --- |
| aab azb | 2 |

**Algorithm:**

int longestCommonSubsequence(s1, s2)

{

m = length of s1 // Length of first string

n = length of s2 // Length of second string

initialize dp[m + 1][n + 1] // DP table

// Initialize the DP table with base cases

for i from 0 to m

{

for j from 0 to n

{

if i == 0 or j == 0

{

dp[i][j] = 0 // Base case: LCS of an empty string

}

else if s1[i - 1] == s2[j - 1]

{

dp[i][j] = dp[i - 1][j - 1] + 1 // Characters match

}

else

{

dp[i][j] = max(dp[i - 1][j], dp[i][j - 1]) // Characters do not match

}

}

}

return dp[m][n] // Return length of LCS

}

function main()

{

initialize s1[100], s2[100] // Arrays to hold the strings

read s1 from user

read s2 from user

result = longestCommonSubsequence(s1, s2) // Calculate LCS

print result // Print the result

}

**Program:**

#include <stdio.h>

#include <string.h>

int longestCommonSubsequence(char s1[], char s2[]) {

int m = strlen(s1);

int n = strlen(s2);

int dp[m + 1][n + 1];

// Initialize the DP table with base cases

for (int i = 0; i <= m; i++) {

for (int j = 0; j <= n; j++) {

if (i == 0 || j == 0) {

dp[i][j] = 0;

}

else if (s1[i - 1] == s2[j - 1]) {

dp[i][j] = dp[i - 1][j - 1] + 1;

}

else {

dp[i][j] = (dp[i - 1][j] > dp[i][j - 1]) ? dp[i - 1][j] : dp[i][j - 1];

}

}

}

return dp[m][n];

}

int main() {

char s1[100], s2[100];

scanf("%s", s1);

scanf("%s", s2);

int result = longestCommonSubsequence(s1, s2);

printf("%d", result);

}

**Output:**
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## **5.d. Longest non-decreasing Subsequence**

**Aim:** Problem statement:

Find the length of the Longest Non-decreasing Subsequence in a given Sequence.

Eg:

Input:9

Sequence:[-1,3,4,5,2,2,2,2,3]

the subsequence is [-1,2,2,2,2,3]

Output:6

**Algorithm:**

int longestNonDecreasingSubsequence(n, sequence)

{

initialize dp[n] // Array to hold the lengths of subsequences

maxLength = 1 // Initialize the maximum length

// Initialize dp array where each element is 1

for i from 0 to n - 1

{

dp[i] = 1

}

// Calculate the length of the longest non-decreasing subsequence

for i from 1 to n - 1

{

for j from 0 to i - 1

{

if sequence[j] <= sequence[i]

{

dp[i] = max(dp[i], dp[j] + 1) // Update dp[i] if a longer subsequence is found

}

}

maxLength = max(maxLength, dp[i]) // Update the maximum length found

}

return maxLength // Return the length of the longest non-decreasing subsequence

}

function main()

{

initialize n // Number of elements in the sequence

read n from user

initialize sequence[n] // Array to hold the sequence

// Read values into the sequence

for i from 0 to n - 1

{

read sequence[i] from user

}

result = longestNonDecreasingSubsequence(n, sequence) // Calculate result

print result // Print the result

}

**Program:**

#include <stdio.h>

int longestNonDecreasingSubsequence(int n, int sequence[]) {

int dp[n];

int maxLength = 1;

for (int i = 0; i < n; i++) {

dp[i] = 1;

}

for (int i = 1; i < n; i++) {

for (int j = 0; j < i; j++) {

if (sequence[j] <= sequence[i]) {

dp[i] = (dp[i] > dp[j] + 1) ? dp[i] : dp[j] + 1;

}

}

maxLength = (maxLength > dp[i]) ? maxLength : dp[i];

}

return maxLength;

}

int main() {

int n;

scanf("%d", &n);

int sequence[n];

for (int i = 0; i < n; i++) {

scanf("%d", &sequence[i]);

}

int result = longestNonDecreasingSubsequence(n, sequence);

printf("%d", result);

}

**Output:**
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**Competitive Programming**

## **6.a. Finding Duplicates-O(n^2) Time Complexity (1) Space Complexity**

**Aim:** Find Duplicate in Array.

Given a read only array of n integers between 1 and n, find one number that repeats.

Input Format:

First Line - Number of elements

n Lines - n Elements

Output Format:

Element x - That is repeated

**Algorithm:**

function main()

{

initialize n // Number of elements in the array

read n from user

initialize arr[n] // Array to hold input values

// Read values into the array

for i from 0 to n - 1

{

read arr[i] from user

}

flag = 0 // Initialize a flag to indicate if a duplicate is found

// Search for the first duplicate element

for i from 0 to n - 1

{

el1 = arr[i] // Current element

for j from 0 to n - 1

{

// Check for duplicates and ensure indices are different

if el1 == arr[j] and i != j

{

print el1 // Print the duplicate element

flag = 1 // Set flag to indicate a duplicate was found

break // Exit inner loop

}

}

if flag

break // Exit outer loop if a duplicate was found

}

}

**Program:**

#include<stdio.h>

int main(){

int n;

scanf("%d",&n);

int arr[n];

for(int i=0;i<n;i++){

scanf("%d ",&arr[i]);

}

int flag=0;

for(int i=0;i<n;i++){

int el1=arr[i];

for(int j=0;j<n;j++){

if (el1==arr[j] && i!=j){

printf("%d",el1);

flag=1;

break;

}

}

if(flag)

break;

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdIAAAD3CAYAAACpdtUHAAAAAXNSR0IArs4c6QAAAARzQklUCAgICHwIZIgAAB1rSURBVHic7d1/bFRnfu/xD6hF6IIqJdLVKsQsDtYoQ6Bdb1dIVkBZd2tqwFkgJFomkxWKSSgLl9B0oDUk/EjAWbA2uLkuxWVJcJR7cWyasJDEgIs3NZHtWvUmy7KwDHIBOxgQrRprK1gh3419/5hfZ37ZnnnGc+bH+yVZic+ceeY7B5/zOc9znjMz6djIsREBAICkTLa7AAAAstkfjPbglJNT0lUHAAAZaWj50KiPjxqkkrR48fKUFZMuZ86czMq6gUzGfmWvbN/+2Vr/mTMnx1yHoV0AAAwQpAAAGCBIAQAwQJACAGCAIAUAwABBCgCAAYIUAAADBCkAAAYIUgAADBCkAAAYIEgBADBAkAIAYIAgBQDAAEEKAHZoeU5Tp07S1KmTVFx73e5qYCBvg7Sv9rGs+CP21fmY3rpqdyXAeJzS8/79KubPmlN2F5g4f+A932J3IYmzHufCf8yPKRybQvI2SLPBmTWT5Hzlst1lAHmrr/YxTX260e4yEucP//jHj8s6702+eY5N4QhSABPErRP3R3Tf+nNkqd1F5b6W58LC3/nja+H/BvdHdMJtY305iCANc11vfSd86OPMmvjDIZHDw5HDKOFDxtYhr+d0xvKI9TWeb1HwbHJFcF+4rK1zJ2Xt8BIQ5up+FU+N+Jv3C9uH1pxS9H4TOXQcvi/Fe434Q5CxhqKf0xn/8629rqanY+3X1mPGaJeKxlm3sVN63hKirg9HdN7zSNRai4+M6N2KyKXR7yVqu3Fsiokgjcv3B7KiMXJZ7B3A+8rsqKEO7yuzM/r6K2CLos06/2GoS9S0c7/6JOnqfq0I7ENz35Q3qvfaqBVTK9QUtSx8n+yrfUxT525R+Milb3+ODu3I9hJwdb+Kp87W1kvhi72vzA6/Fnx1v4pj1T0BQ8Z9tVtCr+NuiRGWccR5L8GgzMZr22lEkI5m7pvy3h/R/fstcgUXNqopzpmX60P/0MmlN+X0L/O+sj3xM8+KoxHDL3O075Kv7XHvGIDtGrUiorcXDLKKo6G/70tb9FqLdOaNUPi5dm9WYawmg/ukdf9o1NbACWtkGN8f0f3717Rvrm9R09P+0LWuZ9m/gu0Wbdb5+yPy/nhO8KUD+7evh3ddb/0gUG/o+cH1Gyv879W6nnWY1XpMSR3vxdDJvHPenFHWtDql5y0nHsHjmGW7Bd8Px6aYCNJRhHbmpXrNskOdvxKjl2k9+yvarH2WnTxe8AL5bPGroRPOpp2PaWuggxa3JzVH+46FAtb6fO/R4+qTNYyt6z6iFc8F9t9fyns1IrQ//I1eLrLUdeSoFo9VfMv2YO/N+eOW4PMLl78QrOn8levS1eN6N9DLm/umTgSHWcOPKalxXd5fhX4rfjQ0pBt+icr/8x3/SEDL0Ti92Ef08m7LyMGH9ErjIUjjmqNi59hrBUSe/Y3/bBDIVdGTjcICsmizTgTC5NJlf7C5dSLuhKRvy2kJPBXNUXHY49YgCV27C5+9elnnvdb1EtvPA/qu/DL4/95XZofCydKz8168LHm/CA0xf2tOWC+78NFvJ/7CCYh5wh+D9b1EHbecfxo8MdCvLvuCF1EIUgAZxNdjRDIekfNbod+sw7yLj4yYDylHnAgghCBNEesfrXRdJ46Grr+MfsYbPhwD5I2w65QBl7X1B/vj9HwiQtY6JPmtOSoMC5Lw657hvWLresndT2ntTca6vSR4q88oPTprTzBVFj9tua+lccu4PizB+l7Cj2MK61EzyhYfQZoq1j9ay/UTzX1BK4okaY6K5wZXtkyOsFxDieuy3j3J7F/kkvBJOK4PLRNb/JOPol3W1jcC1+mu662dlts8nvYNB4eCJEYgX92v5/37nTVwmp4Ov8XjzJrYM/PDrhFWPBfs2XlfqYgIrOt6a43/ta3Dz9b3FfMkIgWsk7h0WVvnjuOThyzvJTx8rbfSzNHzy6Nvo+HY5EOQpozlmoz1Pq7dsSY8WK6rRE3TD7Hu7IH18/leLWSb6Fm7gfsn+2orQieb7ha9WxExseXpOPdZNlb427HcqjH3Tb0WuPYaMRvYaX3tuVt0XjHWi7iear3lzTp5KPDavlvalurdD90xnz916mxtDY4yWdcL3Ys62n5vavERy0lJVG2xbveJ915C61onVEkcmyIRpCni/HGL5Y9XCgwtWSdXFHp+EzadXvJNNY/7KSMVR6PWB7Jey3OWyT9ztO9V/+SiimrLPtSoFVH3Lrp14sOIncXdovufh98qs/jISJz9xq19lg8nWHxkRPcj25OkuZbh2Ih7XsNUHA271c0q7PadiqPRr+Nuif3aKfGIXv58jOuhkdut4mic9X3HsagPdeDYFGbSsZFjI/EenHJyihYvXp7OelLizJmTaam7r/ax4AHB+eNrMT9BBMgV6dqvwp3S88GekVsn7o/j1pQcZc/2T51srf/MmZMaWj406jr0SAEAMECQAgBggCAFAMDAH9hdQDYr9PxG9z12VwHksqV69/6I3rW7DGAU9EgBADBAkAIAYIAgBQDAAEEKAIABghQAAAMEKQAABghSAAAMEKQAABggSAEAMECQAgBgYMyvUQMAIJ+N9TVqY37W7vz581NWTLr09PRkZd1AJmO/sle2b/9srb+np2fMdRjaBQDAAEEKAIABghQAAAMEKQAABghSAAAMEKQAABggSAEAMECQAgBggCAFAMAAQQoAgAGCFAAAA7YF6b3/+IU+v3PPrpcHAOSK4UFduXxBd7625+XH/ND6iXCv9++1se2fNTj8gL7z+Bva8e2ZdpQBAMh2wzd0svllNXw1JP1bhXav+pH+ZGp6S0h7kIZCVJIG9XnXq6qdXi+PY1q6S5Ek3Wpcq5UHe1W44X01uR9Keh0AoX0llvKadr2+IM0F5Zm82/7WEJWkuy3aefwbOuB6SgVpHG9Na5CGh2jAoH5944bkcKazFGmgWS5XvbRhvcrVqyvJrgMgaIb7sLrdEQs7q1VS1a9HZ9lSUl7Jq+0fGaIBv70g7++eUsH09JWSssy+d+cXujAY/8tPY4eo9MA3NmlPaZpDVLfVuKNNy5ra1eSO99c1nnUAjO62Gt9uk8pfkLvA7lryUZZu/6/v6MK/X9O94TiPxwvRyTO1dMkWlaUxRKUU9UjvXX5TGz89p8HJM7V0yU/0l4Xhw7SjhujKRWntgvs8JHfD4RSsA2BUne+ortehTXtK7K4kP2Xj9v/6hv6peYOODsbJiFFDNDp/0sE4wu71+kNUkoZv6NTpv9FP++5ZHs+0EAWQHlnaG8oZWbj9h2/opD9EJWnwTp12HD+rgWHr45kVolIKgnTgxgUNWhdYwpQQBfJYoDdUmUW9oVySjdv/d15d+G34omCYfp2ZISqlIEgfLX1DlQ9OCV84fEOnTq9WJSEK5K2uT7OsN5RjsnL7T18kT9lf6IGIfBi8UyfP4cwMUSkVk40mz9TyVW/FCNMhDRGiQH4aaFZdq1T+vSzqDeWSLN7+0xwv6UCMMB36OjNDVErVrN14YWpBiAL5o6uhXn2O9VqXa/ctZols3/7xwjQog0JUSuV9pP4wVYwx7EwM0a49pfK0WhYcfFYlByU51ut4wyrNGOc6ACJ0VsvTKpXXsI/YIke2/zTHSzogRc+zybAQlaRJx0aOjcR7cMrJKZo/f35iLUbMqrIjRHt6ehKvG8Co2K/sle3bP9n6wyat2hCiPT09Gloe/zMSpIn4ZCN/z3TaR3t1Qk9p67LM6okCALLHNMdLOvCH07T7Xy7L+WevqTKDeqIBE/MRgZNnqmzFQZVNSOMAgHwyrXCNairtriI++ooAABggSAEAMECQAgBggCAFAMAAQQoAgAGCFAAAAwQpAAAGCFIAAAwQpAAAGCBIAQAwQJACAGCAIAUAwMDEfGh9FrnVuFYrD/aqcMP7anI/FPfxgPKadr2exJflhn+3qUObmg7LXWDShlVy7WmgWS5Xvfr8v8bbBuN9fkCy2yjYnsH3vUb+eyX8nqx1WBYl1Y4kdVarpKrNsiDJf6uo2spU27Fdjyfw1MhtY5X0vxmAPA5S/wFJG9arXL26EmMV34FH2tTU7jvwdVarpKpUSvCg07WnVJ5r63W8wx8OndUqca2VEjygPr6jXd07YtU4S4UJHpij3lvSDINBknRbjZXPqk7rtalcqruWZDOd1Vp5cJZqOw77AmagWS7Xs9o1K8GQKFilpo5Vod+TbaezWiVV/WHbuGtPqTyuahUmGII+t9W4o15yOKTYeTiqGe7D6nbHrvHRWYm3B8AnT4d2b6txR5uWNbWryR3vCNKtQwd7VbhhdygkFmxXbbnU+nazbo33pQaaVdfq0KY9lh7Wgu2qLe/VR5/dNnkTlhpfSOygPNAsz0GlIABT41bjTn206H11N6xSoUlDC7ar2xpQBU9omUNq/bTbrEB/O1f6E/v3utXfLyn8JOfx7yX/5YK3GneqTutV+2KqUu+2Gt9uk8pfyIi/AyBb5WmQPiR3wxghMtCvK3Jo2ROW4bzOat/Qam9v1HBmogqLHOq72m/Uxq3Gd9SqMm1KcMjx1mdt6nOUqTRDDp4z3IeTGzZNl853VNcb8bcwDjPcL6hcbfJU+k+8BprlqmpL/MTH/1zPwV6Vv5jckHdM/ve1qbIkVS0CeSlPg3Qc+nvVZ+lNdO0pVUmVVFtTJqlffQPjbKfgCS1z9KquwdIr8h8Uda1//D3bKEn2RiX1Xe2VZs9S355SlSwM/KxV43jfU5he1bks7ewx7P2l0sBn+qhXKv9eEkEx0CxX4D1Vtam8Jpnee4le72hX7ex6rVxYqhJXYBQk8ZOGroZ69ZXvS+F1THqjQKoQpGPxH1Drit4PHzYct4fkbtin8tatobDZIS0rNysr2d5oUOtWtX6vXd0dvp/jG6Q6V7W6EmmjYJWaOkJtdDetV2Hr1gwJ027t8k9cWpdM+IS9t31SVTInCd3atTBwfTywjUvlakxwSL+zWp7WMtXuSGHPkd4okDIEaTyzHCpUmzyuXm3qiOxFJDq5x9czCQaO/1pg4aInkhymu632s8n1RoMiejeBYcjWzmQblFSwSrUbHFJrW2KBnHLd2rVwq1oNZv+GK9HrNWUJv69bje+E1TDDfVjHNzjUd3BnAr3/bu2qalN5TTIncfF1fUpvFEgVgjSegll6VIoKK98BqMzsoOafgJToNbegJK/ZBRQWOaKHlQf6Y85cTlTf1V7J4TCbNGQk1SHqc6u/P+H3FRhCt9Yw44myxLZNZ5taJbVWWYbPq9oktcmzsFQllQlMfAsYaFZda5JD3gCiEKRxlWhdZO+hs1qeVsPhsOBtN7uT7A2YX9ua4X5B5b31OmTpfXY1GAyDBvgnY6V0QkxCJiZEA9e0Ex1BKCxySK3vhPU+uxrqw669j2nB9tBIRuCnpkxSmWr9oxuJvs+U/FsDCMrb+0ijPtzg4LMqOSgpcihOa7XSVao6ScneMxl+I7zD6N7NW407fde29pj0Jkr0etN6uVylCraSTPhEfdiA7+CecG89qp16rVxYr0S3t++6saTewPNDEvrAgZgfopD4v1n0349827nDrhMNhU52amysAcgxk46NHBuJ9+CUk1M0f/78dNaTEj09PVlZN5DJ2K/sle3bP1vr7+np0dDyoVHXYWgXAAADBCkAAAYIUgAADBCkAAAYIEgBADBAkAIAYIAgBQDAAEEKAIABghQAAAMEKQAABghSAAAMEKQAABggSAEAMECQAgBgYMyvUQMAIJ+N9TVqY36x96JFi1JWTLqcPXs2K+sGMhn7lb2yfftna/1nz54dcx2GdgEAMECQAgBggCAFAMAAQQoAgAGCFAAAAwQpAAAGCFIAAAwQpAAAGCBIAQAwQJACAGCAIAUAwABBCgCAAduC9O7tf1X3zbt2vTwAIFcMf6VLv/pCt39vz8uP+e0vE+HupRqt/ugTfTX8oEr+vE77SmbZUQYAINsN96v57TWq/88h6bOVqn3hr/Wn/yO9JaS9RxoKUUn6St0/36TqS+nvmQ40uOScVxzxs03n0l4JkKs6tGVesZzzXGr40u5a8lEebH9riErSfx+X570m9Q+nt4y09kjDQzTgK31xvU+aOy+dpfg4PWr7YLUK0v/KQM47t22jPnE6VeS1u5L8lPPbPzJEAwa/0MW7Ls36o/SVkrIe6d2b/6ov/iv+t4jHDlHpwYer9HdLbQhRABOnfZvWfbxEh2qX2l1Jfsr27f/72/ricq/uxutZxgvRybP01DM7VZHGEJVSFKR3f7Vbq9/9W3l+ukb/uzd6mHbUEF39pGYxdxjIIR3asvG0ijZv1HftLiUvZfn2/32//s/bP5Dn+Bqtfu+T6GHaUUP0H/VXjulpKzX40qYN3L20W6s/OauvJGm4Xz/74EdhYZrRIeqtVZnlGumWdhtrAXLEQMMBfeL06FDlw3aXkpeyevsP96v57R/qnf/y/frVzRr9tTVMMzBEpRRcI+2//rkvRAP8Yapn/lEvDP1DxoZoQWWTvJWh3wcaXCrbWCwdOK83S+2rC8hqX76ndfulqlPMPbBFtm//u7/WLwfDF/nCVPq7H/6xuo9kXohKKeiRzl1ap/X/c0r4wuF+/eyD5VqZoSEaS0HlflU5pU9aO+wuBchSN9XgqZU271flN+2uJT9l/fb/oye1fdmTejAiH766WaO1+zMzRKVUzNqdPEurXjwiRXa3h4cUOfUoU0PU57oueaWiikfsLgTITl/+XB94paveCjn3hz9Us7RYNVqiQxf3Zud1uyyRC9t/+twqvSdFjWYO/T4zQ1RK1e0v8cLUIrND1D9VXEuy87oCkAm+uVotF1eHL/vyPVUsPaVnTjVlby8pi7RcPB++IEu3f7wwDcqgEJVSeR/pKGGaiSF6blux1n1sWfD9A/JeXGhbPQCAkLhhmmEhKqX6AxlihGkmhqgkfXfveXn32l0FkONi9VKRPlm+/aPCNANDVJqITzbyh+n0xld1TC7tdmdeiAIAssP0uVV6b8p0VZ26qHlLf6L1GRai0kR9RODkWar44f9VxYQ0DgDIJ9Md/0v/8Fd2VxEffUUAAAwQpAAAGCBIAQAwQJACAGCAIAUAwABBCgCAAYIUAAADBCkAAAYIUgAADBCkAAAYIEgBADCQ90E60OCSc16xKhpuJtnCTTU8UyznvMCPSw1fJl+HaTthvnxPFfOK5Zy3TecyoR0AyEH5G6T+cFinpXrSoJlz2ypU4zgg78Xz8l48r7bNUs3SxAOnoLIp2IZJOyE31eCplZzOpFtIbTsAkJvyNEhvqsFzSs+cOq+WytlGLfm+1zT0heAFf75URTqtj9vNKvS1c13XkuyVDjRsVo08OrTxEaM6UtUOAOSqPA3Sh1X5QZMqv2l3HfGdq6/VVedSLUqmxi/f07r9Xj25cbUKTIpIVTsAkMMm5vtI89jAz0/pqpbob0uTeG6DS2X7vf7flujQxeQC7Fx9ra5+/4BaSiUZ9IxT1Q4A5DKCNJXat6lsv1dFm/fru0k8vaCySd7KUFvOecV68sB5vZlIKLdv07qPl+jQxYVjr5uOdgAgx+Xp0O4EaN8m58bTKtrcopbKh83bK92rQ9+XPmntSOBJHdqy8bSePLA3qSBPfTsAkPvokaZCqkNUknRT13qloooEJvm0t+gTSdpY7Puvxbp5pyWnR20fjGO4OFXtAEAeIEhNTUiI+mfLep2qqk2gzdK98l7cG6M+6dDFBHqXqWoHAPJA3gbpuW3FWvexZcH+Cjn3K8He1k01HDgtSboaeH7QkoRCJ6oep0dtSU42AgCkT94Gqe/+T9NWHlblB+dVOfaKaaonhtK98l7MoHYAIMcw2QgAAAMEKQAABghSAAAMEKQAABggSAEAMECQAgBggCAFAMAAQQoAgAGCFAAAAwQpAAAGCFIAAAwQpAAAGCBIAQAwQJACAGBg0rGRYyPxHpxycko6awEAIOMMLR8a9fExv490/vz5KSsmXXp6erKybiCTsV/ZK9u3f7bW39PTM+Y6DO0CAGCAIAUAwABBCgCAAYIUAAADBCkAAAYIUgAADBCkAAAYIEgBADBAkAIAYIAgBQDAAEEKAIABghQAAAO2Bem9//iFPr9zz66XBwDkiuFBXbl8QXe+tuflx/z2l4lwr/fvtbHtnzU4/IC+8/gb2vHtmXaUAQDIdsM3dLL5ZTV8NST9W4V2r/qR/mRqektIe480FKKSNKjPu15VbW/6e6a3GteqZGFpxE+1utJeCZCLurWLfcpGebL9rSEqSXdbtPP4zzQwnN4y0hqk4SEaMKhf37iRzjJCHOt1vKNd3cGf7XrcnkqAnNG1p1QlC9v06AaH3aXkpbzZ/pEhGvDbC/L+Lr2lpCxI7935hS4Mxv8W8dghKj3wjU3aU+pMVRkA7NRZLY/2qbtju0rtriUf5cr2//qOLvz7Nd2L17OMF6KTZ2rpki0qmz7hFYZJyTXSe5ff1MZPz2lw8kwtXfIT/WXhtPDHRwvRlYtUwNxhIDcs2K7uBXYXkcdyYft/fUP/1LxBRwfjZMSoIRqdP+lgHGH3ev0hKknDN3Tq9N/op333LI9ncIj21mul5Rrprk4bawGAfDd8Qyf9ISpJg3fqtOP42dA1zwwMUSkFPdKBGxc0aF3gD1Mt+Yme+39HMjZEZ7gPq9sd+v1W41qtrCqVatr1eraf0QFANvqdVxd+G77IF6bSnqec+vxY5oWolIIe6aOlb6jywSnhC4dv6NTp1arM0BCNZYZ7tzY5pNZPu+0uBQDy0/RF8pT9hR6IyIfBO3XyHM7MEJVSMdlo8kwtX/VWjDAd0lCWhKhPv670SoVFs+wuBADy1jTHSzoQI0yHvs7MEJVSNWs3XphaZHaISl17tqpVZdrkfsjuUgAgr8UL06AMClEplZ9s5A9TxbgQnIkh2rWnVJ5Wy4LyferuKLGtHiAnDDTL5apXX3BBrzwL2yRJ5cw/mHg5tP2nOV7SASl6nk2GhaiU6o8IjBGmmRiikvT4jnZ177C7CiDHFKxSU8cqu6vIXzm2/aPCNANDVJqIz9r1h+m0j/bqhJ7S1mWZF6IAgOwwzfGSDvzhNO3+l8ty/tlrqsywEJUm6kPrJ89U2YqDKpuQxgEA+WRa4RrVVNpdRXz0FQEAMECQAgBggCAFAMAAQQoAgAGCFAAAAwQpAAAGCFIAAAwQpAAAGCBIAQAwQJACAGCAIAUAwEDeB+mtxrUqWVgqV+Ntm9u5rcbKUpUsDPysVeNAEs0MNMu10NqO+XsLtVmtLrOWACDn5G+Q+sPBozKVZ0A7XXueVd3sferuaFd3R7uOb5DqXEkEV8EqNfnb6O5oV3fTeungs9rVmWxlt9W4o15yOJJtAAByWp4G6W017mjTsqZ2NblnZUA7ge9HDX2x+IwnylSoNrUmHYB+BU9omUO60p9cr/RW407Vab1qXzR7fwCQq/I0SB+Su+Gw3AWZ0s4E6nxHdb0OLXviocSfO9Asz8Felb+4SjNSXxkA5ISJ+T5SGLv1WZv6VKZNC5J48kCzXK569fl/La9pTyrsuxrq1Ve+T00LJJn2jAEgRxGkmaizWisP9qpww249nszzC1apqWOV/5du7VpYqpLyfWFDx+OpwdNaptqOBJ4DAHkoT4d2M1hntUqq2lS44X01uZMYjo1SotdryqTWtgQmLnVrV1Wbymu2JxfkAJBH6JFmkpSHqM+t/n7JUabCcdfRplZJqir1/dfCs7BNcqzX8QaumwKARJBmjgkK0cCEocINu8cffAu2q7tje4z6pNoOeqkAYJW3Qdq1p1Qea3fr4LMqOaiEe1upaee2Gt9ukyT1BZ4fVJZYePkDOcShTU3JTTYCAIwtb4PUd99mprTzkNwN7XKblxO7N5mydlPfLABkOyYbAQBggCAFAMAAQQoAgAGCFAAAAwQpAAAGCFIAAAwQpAAAGCBIAQAwQJACAGCAIAUAwABBCgCAAYIUAAADBCkAAAYIUgAADBCkAAAYmHRs5NhIvAennJySzloAAMg4Q8uHRn181C/2HuvJAADkO4Z2AQAwQJACAGCAIAUAwMD/BxTnZ7YyQtkPAAAAAElFTkSuQmCC)

## **6.b. Finding Duplicates-O(n) Time Complexity (1) Space Complexity**

**Aim:** Find Duplicate in Array.

Given a read only array of n integers between 1 and n, find one number that repeats.

Input Format:

First Line - Number of elements

n Lines - n Elements

Output Format:

Element x - That is repeated

**Algorithm:**

function main()

{

initialize n // Number of elements in the array

read n from user

initialize a[n] // Array to hold input values

// Read values into the array

for i from 0 to n - 1

{

read a[i] from user

}

initialize b[n] // Array to keep track of seen elements

for i from 0 to n - 1

{

b[i] = 0 // Initialize the tracking array

}

// Search for the first duplicate element

for i from 0 to n - 1

{

// If the element is already present, i.e., b[a[i]] = 1

if b[a[i]]

{

print a[i] // Print the duplicate element

break // Exit the loop

}

else

{

b[a[i]] = 1 // Mark the element as seen

}

}

}

**Program:**

#include <stdio.h>

int main(){

int n;

scanf("%d",&n);

int a[n];

for(int i=0;i <n;i++){

scanf("%d",&a[i]);

}

int b[n];

for(int i=0;i <n;i++){

b[i]=0;

}

for(int i=0;i<n;i++){

//if el already present i.e, b[i]=1

if(b[a[i]]){

printf("%d",a[i]);

break;

}

else

b[a[i]]=1;

}

}

**Output:**

![](data:image/png;base64,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)

## **6.c.** **Print Intersection of 2 sorted arrays-O(m\*n)Time Complexity,O(1) Space Complexity**

**Aim:**

Find the intersection of two sorted arrays.

OR in other words,

Given 2 sorted arrays, find all the elements which occur in both the arrays.

Input Format

· The first line contains T, the number of test cases. Following T lines contain:

1. Line 1 contains N1, followed by N1 integers of the first array

2. Line 2 contains N2, followed by N2 integers of the second array

Output Format

The intersection of the arrays in a single line

Example

Input:

1

3 10 17 57

6 2 7 10 15 57 246

Output:

10 57

Input:

1

6 1 2 3 4 5 6

2 1 6

Output:

1 6

**Algorithm:**

function main()

{

initialize n // Number of test cases

read n from user

for i from 0 to n - 1

{

initialize n1 // Size of the first array

read n1 from user

initialize arr1[n1] // First array

// Read values into the first array

for j from 0 to n1 - 1

{

read arr1[j] from user

}

initialize n2 // Size of the second array

read n2 from user

initialize arr2[n2] // Second array

// Read values into the second array

for j from 0 to n2 - 1

{

read arr2[j] from user

}

// Check for common elements in both arrays

for j from 0 to n1 - 1

{

for k from 0 to n2 - 1

{

if arr1[j] == arr2[k]

{

print arr1[j] // Print the common element

}

}

}

}

}

**Program:**

#include<stdio.h>

int main(){

int n;

scanf("%d",&n);

for(int i=0;i<n;i++){

int n1;

scanf("%d",&n1);

int arr1[n1];

for(int j=0;j<n1;j++){

scanf("%d ",&arr1[j]);

}

int n2;

scanf("%d",&n2);

int arr2[n2];

for(int j=0;j<n2;j++){

scanf("%d ",&arr2[j]);

}

for(int j=0;j<n1;j++){

for(int k=0;k<n2;k++){

if(arr1[j]==arr2[k]){

printf("%d ",arr1[j]);

}

}

}

}

}

**Output:**

![](data:image/png;base64,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)

## **6.d. Print Intersection of 2 sorted arrays-O(m+n)Time Complexity,O(1) Space Complexity**

**Aim:**

Find the intersection of two sorted arrays.

OR in other words,

Given 2 sorted arrays, find all the elements which occur in both the arrays.

Input Format

· The first line contains T, the number of test cases. Following T lines contain:

1. Line 1 contains N1, followed by N1 integers of the first array

2. Line 2 contains N2, followed by N2 integers of the second array

Output Format

The intersection of the arrays in a single line

Example

Input:

1

3 10 17 57

6 2 7 10 15 57 246

Output:

10 57

Input:

1

6 1 2 3 4 5 6

2 1 6

Output:

1 6

**Algorithm:**

function main()

{

initialize T // Number of test cases

read T from user

while T > 0

{

// Decrement the test case counter

T--

initialize n1, n2 // Sizes of the two arrays

read n1 from user

initialize arr1[n1] // First array

// Read values into the first array

for i from 0 to n1 - 1

{

read arr1[i] from user

}

read n2 from user

initialize arr2[n2] // Second array

// Read values into the second array

for i from 0 to n2 - 1

{

read arr2[i] from user

}

initialize i = 0, j = 0 // Indices for both arrays

// Iterate through both arrays to find common elements

while i < n1 and j < n2

{

if arr1[i] < arr2[j]

{

i++ // Move to the next element in arr1

}

else if arr2[j] < arr1[i]

{

j++ // Move to the next element in arr2

}

else

{

print arr1[i] // Print the common element

i++ // Move to the next element in arr1

j++ // Move to the next element in arr2

}

}

print new line // Move to the next line for output

}

}

**Program:**

#include <stdio.h>

int main() {

int T;

scanf("%d", &T);

while (T--) {

int n1, n2;

scanf("%d", &n1);

int arr1[n1];

for (int i = 0; i < n1; i++) {

scanf("%d", &arr1[i]);

}

scanf("%d", &n2);

int arr2[n2];

for (int i = 0; i < n2; i++) {

scanf("%d", &arr2[i]);

}

int i = 0, j = 0;

while (i < n1 && j < n2) {

if (arr1[i] < arr2[j]) {

i++;

}

else if (arr2[j] < arr1[i]) {

j++;

}

else {

printf("%d ", arr1[i]);

i++;

j++;

}

}

printf("\n");

}

}

**Output:**

![](data:image/png;base64,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)

## **6.e. Pair with Difference-O(n^2)Time Complexity,O(1) Space Complexity**

**Aim:**

Given an array A of sorted integers and another non negative integer k, find if there exists 2 indices i and j such that A[j] - A[i] = k, i != j.

Input Format:

First Line n - Number of elements in an array

Next n Lines - N elements in the array

k - Non - Negative Integer

Output Format:

1 - If pair exists

0 - If no pair exists

Explanation for the given Sample Testcase:

YES as 5 - 1 = 4

So Return 1.

**Algorithm:**

function main()

{

initialize n // Number of elements in the array

read n from user

initialize arr[n] // Array to hold input values

// Read values into the array

for i from 0 to n - 1

{

read arr[i] from user

}

initialize t // Target difference

read t from user

initialize flag = 0 // Flag to indicate if a pair is found

// Check for pairs with the specified difference

for i from 0 to n - 1

{

for j from 0 to n - 1

{

if i != j and abs(arr[i] - arr[j]) == t

{

flag = 1 // Pair found

break

}

}

if flag

{

break

}

}

// Output the result based on the flag

if flag

{

print 1 // Pair found

}

else

{

print 0 // No pair found

}

return 0

}

**Program:**

#include <stdio.h>

#include <stdlib.h>

int main() {

int n;

scanf("%d", &n);

int arr[n];

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

int t;

scanf("%d", &t);

int flag = 0;

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

if (i!=j && abs(arr[i] - arr[j]) == t) {

flag = 1;

break;

}

}

if (flag) {

break;

}

}

if (flag) {

printf("%d\n", 1);

} else {

printf("%d\n", 0);

}

return 0;

}

**Output:**
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## **6.f. Pair with Difference -O(n) Time Complexity,O(1) Space Complexity**

**Aim:** Given an array A of sorted integers and another non negative integer k, find if there exists 2 indices i and j such that A[j] - A[i] = k, i != j.

Input Format:

First Line n - Number of elements in an array

Next n Lines - N elements in the array

k - Non - Negative Integer

Output Format:

1 - If pair exists

0 - If no pair exists

Explanation for the given Sample Testcase:

YES as 5 - 1 = 4

So Return 1.

**Algorithm:**

function main()

{

initialize n // Number of elements in the array

read n from user

initialize arr[n] // Array to hold input values

// Read values into the array

for i from 0 to n - 1

{

read arr[i] from user

}

initialize t // Target difference

read t from user

initialize flag = 0 // Flag to indicate if a pair is found

initialize i = 0 // First index

initialize j = 1 // Second index

// Loop to find pairs with the specified difference

while i < n and j < n

{

diff = abs(arr[i] - arr[j]) // Calculate the difference

if i != j and diff == t

{

flag = 1 // Pair found

break

}

else if diff < t

{

j++ // Increment second index

}

else

{

i++ // Increment first index

}

}

// Output the result based on the flag

if flag

{

print 1 // Pair found

}

else

{

print 0 // No pair found

}

return 0

}

**Program:**

#include <stdio.h>

#include <stdlib.h>

int main() {

int n;

scanf("%d", &n);

int arr[n];

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

int t;

scanf("%d", &t);

int flag = 0;

int i=0;

int j=1;

while(i<n && j<n){

int diff = abs(arr[i] - arr[j]);

if(i!=j && diff==t){

flag=1;

break;

}

else if(diff<t){

j++;

}

else{

i++;

}

}

if (flag) {

printf("%d\n", 1);

} else {

printf("%d\n", 0);

}

return 0;

}

**Output:**
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